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- $\mathrm{V}=$ non-terminal symbols

$$
V=\{X, B, C\}
$$

- independence I = binary symmetric and irreflexive relation on V

$$
I=\{(B, C)\}
$$

- context-free: I is identity
- commutative context-free: $\mathrm{I}=\mathrm{V}^{2}$
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if there is a production $X \xrightarrow{a} v$
process $=$ trace over $(\mathrm{V}, \mathrm{I})$
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$$
\begin{aligned}
& I=\{(X, C),(B, C)\} \text { "threads" } \\
& D=\{\{X, B\},\{C\}\} \\
& X \xrightarrow{a} X B C \\
& B \xrightarrow{b} \\
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\end{aligned}
$$
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a succinct representation of a congruence with unique decomposition property

## Base B:

- primes $\subseteq \mathrm{V}$
- decompositions $X=\alpha$ into primes, one for each non-prime $X$
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